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Abstract: Tomatoes, as a type of vegetable or fruit, are often susceptible to damage, making handling them a complex challenge. Distinguishing between fresh and damaged tomatoes is very important, considering the significant impact on nutritional value and economic aspects. Traditional approaches via visual inspection have proven to be less efficient and inconsistent in their detection accuracy. To overcome this challenge, the use of images is a vital solution for distinguishing ripe, half-ripe and unripe tomatoes. In this context, HSI (Hue, Saturation, Intensity) calculations are applied to measure RGB color and room transformations. Images are extracted in jpg format, saved as training data, and this method is implemented using the Python programming language and GUI interface design in MATLAB. The research results show the HSI value for each class, with the ripe tomato class having an average hue of 0.0051 – 0.026, saturation 0.1862 – 0.3291, and intensity 0.0975 – 0.7522. Half-ripe tomatoes have hue 0.0208 – 0.0848, saturation 0.1346 – 0.5746, and intensity 0.1056 – 0.4714, while immature tomatoes have hue 0.0174 – 0.0689, saturation 0.0474 – 0.2072, and intensity 0.0595 – 0.3203.

The integration of the HSI algorithm steps with the RGB color space provides an additional dimension to color analysis, which has the potential to increase the accuracy of tomato ripeness detection.

1. INTRODUCTION

Tomato (Solanum tomato) has a significant role as an agricultural commodity with high economic value and is the main consumption throughout the world[1]. The level of ripeness of tomato fruit is a crucial determining factor in determining the quality of the harvest and consumer satisfaction[2]. Unfortunately, conventional methods for assessing tomato fruit ripeness tend to be subjective and prone to uncertainty [3]. Therefore, a more objective and accurate approach is needed to provide more detailed information regarding the level of fruit maturity [4][5].

![Image of a tomato](image)

**Figure 1. Image of a tomato**

The application of Digital Image Processing Technology is a promising solution to overcome the limitations of conventional methods in determining fruit ripeness [5][6]. The Hue Saturation Intensity (HSI) algorithm with the Red, Green, Blue (RGB) color space is the main focus of this research[7] [8]. This algorithm allows image transformation from RGB to HSI color space, providing richer information about color nuances, saturation and intensity in the image [9][10]. The advantage of this algorithm lies in its ability to provide in-depth analysis of color changes associated with tomato fruit ripeness[11]. The RGB to HIS transformation is described in a formula [12][13].
Implementation Of Hue Saturation Intensity (HSI) Color Space Transformation

The normalization process involves transforming the Hue value, ranging from 0 to 360, to a normalized scale of 0 to 1 through the equation

\[ H = \frac{\theta}{360} \]  

\[ S = 1 - \frac{3}{R+G+B} \min(R, G, B) \]  

\( \theta = \cos^{-1} \left[ \frac{1}{2} \left( \frac{(R-G)+(R-B)}{(R-G)^2+(R-B)(G-B)2} \right) \right] \]  

\[ H(\text{Hue}) = \begin{cases} \theta & \text{if } B \leq G \\ 360 - \theta & \text{if } B > G \end{cases} \]  

\[ S(\text{Saturation}) = 1 - \frac{3}{R+G+B} \min(R, G, B) \]  
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Aim of this research is to test the effectiveness of the HSI algorithm with RGB color space in detecting ripeness of tomatoes, while developing technology-based applications to support the implementation of this algorithm. By combining digital image analysis capabilities and programming technology, it is hoped that this research can make a positive contribution to increasing efficiency and accuracy in fruit ripeness detection.

Choosing of the programming language used in implementing this algorithm is in Python. This decision was based on Python’s flexibility and ease of use, as well as broad community support in the fields of computer science and image processing. In addition, the results of the algorithm implemented in Python will be integrated with the MATLAB platform. MATLAB was chosen because of its advantages in matrix manipulation, image analysis, and its ability as a complete development environment.

Benefits of this research will make a major contribution to the agricultural sector, especially in managing and improving the quality of tomato harvests. It is hoped that the applications resulting from this research can provide practical solutions that can be used by farmers and stakeholders in the agricultural sector. More broadly, this research can provide new understanding of how digital image processing technology and technology-based applications can be applied to improve food security and production efficiency.

2. RESEARCH METHOD

The dataset accessed consists of a number of tomato images downloaded from the open dataset site kaggle.com. These images are used as the basis for extracting the color characteristics of tomatoes. This dataset includes 150 images of tomatoes, consisting of 50 images of ripe tomatoes, 50 images of half-ripe tomatoes, and 50 images of unripe tomatoes, which were selected manually. The images were then divided into two groups, namely 40 training samples and 10 test samples for each level of maturity (ripe, half-cooked and raw). The division of images into training and test sample groups is done manually based on their maturity level. Next, these images undergo transformation into the HSI (Hue, Saturation, Intensity) color space. Training samples from these images will be used in implementing the maturity detection model, while test samples will be used as a tool to test the performance of the model and can be seen from the flow diagram below.
Steps to implement color space transformation from RGB to HIS on tomato fruit images. The process begins with the use of an input dataset which contains a number of images of tomatoes with ripe, semi-ripe and unripe levels. This dataset is further divided into two groups, namely training images and testing images. Each group of images then undergoes a transformation process from RGB to HIS color space. The training image group is used to apply the maturity detection model, while the testing image group is used to test the model to obtain accuracy values in detecting the level of maturity in tomatoes.

3. RESULTS AND DISCUSSIONS
Steps and process for the RGB color space with the application of algorithms using the Python language with Matlab software are as follows below.
1. GUI display of the application

```matlab
function varargout = Main(varargin)
    gui_Singleton = 1;
    gui_State = struct('gui_Name', mfilename, ...
        'gui_Singleton', gui_Singleton, ...
        'gui_OpeningFcn', @Main_OpeningFcn, ...
        'gui_OutputFcn', @Main_OutputFcn, ...
        'gui_LayoutFcn', [], ...
    );
    if nargin && ischar(varargin{1})
        gui_State.gui_Callback = str2func(varargin{1});
    end
    if nargin
        varargin{1} = gui_mainfcn(gui_State, varargin{:});
    else
        gui_mainfcn(gui_State, varargin{:});
    end
    function Main_OpeningFcn(hObject, eventdata, handles, varargin)
        handles.output = hObject;
        guidata(hObject, handles);
        varargin = Main_OutputFcn(hObject, eventdata, handles);
        varargin{1} = handles.output;
```

Figure 3. GUI display

2. Image input button and coding for image input. Images only use jpg format.

```matlab
function pushbutton1_Callback(hObject, eventdata, handles) % Tombol input image

[filename, pathname] = uigetfile('.jpg'); % format file hanya jpg
Img = imread(fullfile(pathname, filename));
guidata(hObject, handles);
axes(handles.axes1)
imshow(Img) % menampilkan gambar yang telah dipilih
title(filename); % menampilkan nama gambar yang dipilih

function pushbutton2_Callback(hObject, eventdata, handles)
```

Figure 4. Input format *.jpg

3. Extraction feature button, separates RGB values, and looks for HIS values

```matlab
function pushbutton3_Callback(hObject, eventdata, handles) % Tombol extraction feature

% pisah rgb
Img = handles.I;
	% cari nilai HIS
RGB = im2double(Img);
Red = RGB(:,1,1);
Green = RGB(:,1,2);
Blue = RGB(:,1,3);
```

Figure 5. Feature Extraction

4. Find the hue value by looking for the top and bottom values first. Then look for the theta value using the formula that has been entered into the coding, namely \( \cos(\text{top/bottom}) \). And if the blue value \( \geq \) green, then \( H = 360 - \theta \). However, if blue \( \leq \) green, then \( H = \theta \).
5. After that, look for the S and I values by entering the existing formula into the coding

```python
# Figure 6. Hue value

def calculate_hue(R, G, B):
    delta1 = 2 * (abs(R-G) + abs(G-B) + abs(B-R))
    delta2 = max(R, G, B)
    if delta1 == 0:
        return 0
    else:
        return (180 / math.pi) * math.acos((3 * delta2 - delta1) / (2 * delta2 - delta1))
```

```python
# Figure 7. Value of S and I

def calculate_S_I(R, G, B):
    delta1 = 2 * (abs(R-G) + abs(G-B) + abs(B-R))
    delta2 = max(R, G, B)
    if delta1 == 0:
        return 0
    else:
        S = (delta2 / (delta2 + (255 - delta2)))
        I = (delta1 / (delta2 + (255 - delta2)))
        return S, I
```

6. Calculate the Mean RGBHSI, Var RGBHSI, and Range RGBHSI values from the data that has been entered

```python
# Figure 8. Means value

def mean_RGBHSI(RGBHSI):
    mean_R = numpy.mean(RGBHSI[:, 0])
    mean_G = numpy.mean(RGBHSI[:, 1])
    mean_B = numpy.mean(RGBHSI[:, 2])
    return mean_R, mean_G, mean_B
```

```python
# Figure 8. Means value

def variance_RGBHSI(RGBHSI):
    var_R = numpy.var(RGBHSI[:, 0])
    var_G = numpy.var(RGBHSI[:, 1])
    var_B = numpy.var(RGBHSI[:, 2])
    return var_R, var_G, var_B
```

```python
# Figure 8. Means value

def range_RGBHSI(RGBHSI):
    range_R = numpy.max(RGBHSI[:, 0]) - numpy.min(RGBHSI[:, 0])
    range_G = numpy.max(RGBHSI[:, 1]) - numpy.min(RGBHSI[:, 1])
    range_B = numpy.max(RGBHSI[:, 2]) - numpy.min(RGBHSI[:, 2])
    return range_R, range_G, range_B
```

```python
# Figure 8. Means value

data = numpy.loadtxt('data.csv')
mean_R, mean_G, mean_B = mean_RGBHSI(data)
var_R, var_G, var_B = variance_RGBHSI(data)
range_R, range_G, range_B = range_RGBHSI(data)
```
7. Then classify the ripeness of the tomatoes

```matlab
if hasAll1 == "NATURE"
    elseif hasAll2 == "HALF-NATURE"
    elseif hasAll3 == "INATURE"
    end
```

Figure 9. Training Classification

8. Added training data button

```matlab
image_folder = 'D:\Tube\PCD\Training\mature';
filenames = dir(fullfile(image_folder, '*.jpg'));
total_images = numel(filenames);
Z1 = [];
for n = 1:total_images
    fullfile = fullfile(image_folder, filenames(n).name);
    Img = imread(fullfile);
```

Figure 10. Training Process

9. Inserting ripe tomato training data into the specified folder

```matlab
RGB = im2double(Img);
Red = RGB(:,:,1);
Green = RGB(:,:,2);
Blue = RGB(:,:,3);
```

Figure 11. Input Training to Folder

10. Looking for HSI values from ripe tomato training data

```matlab
% cari nilai HSI
RGB = im2double(Img);
Red = RGB(:,:,1);
Green = RGB(:,:,2);
Blue = RGB(:,:,3);
```

Figure 12. Search for HSI training to RGB values

11. Find the hue value from the ripe tomato training data using the same formula when determining tomato ripeness.

```matlab
% Blue

    if Blue == Green
        H = 360 - teta;
    else
        H = teta;
    end

    H = H/360;
    if 0 <= size(H) <= 2
```
12. Find the value of S and I from the training data of ripe tomatoes

```matlab
% S
S = (3 ./ (sum(RGB, 3))) .* min(RGB, [1, 3]);
[S] = size(S);
for i = 1 : c
    for j = 1 : c
        z = S(i, j);
        z(isnan(z)) = 0;
        S(i, j) = z;
    end
end
% I
I = (Red+Green+Blue)/3;
```

Figure 14. Search for S and I Values

13. Find the Mean RGBHSI, Var RGBHSI, and Range RGBHSI values

```matlab
MeanR = mean2(Red);
MeanG = mean2(Green);
MeanB = mean2(Blue);
MeanH = mean2(H);
MeanS = mean2(S);
MeanI = mean2(I);
VarRed = var(Red(:, i));
VarGreen = var(Green(:, i));
VarBlue = var(Blue(:, i));
VarH = var(H(:, i));
VarS = var(S(:, i));
VarI = var(I(:, i));
RangeR = ((max(max(Red, 3))) - (min(min(Red, 3))));
RangeG = ((max(max(Green, 3))) - (min(min(Green, 3))));
RangeB = ((max(max(Blue, 3))) - (min(min(Blue, 3))));
RangeH = ((max(max(H, 3))) - (min(min(H, 3))));
RangeS = ((max(max(S, 3))) - (min(min(S, 3))));
RangeI = ((max(max(I, 3))) - (min(min(I, 3))));
sdR = std2(Red);
sdG = std2(Green);
sdB = std2(Blue);
sdH = std2(H);
sdS = std2(S);
sdI = std2(I);
```

Figure 15. RGB Means Value

14. Save the ripe tomato training data to variable z and will be stored in variable z1

```matlab
x = MeanR MeanG MeanB MeanH MeanS MeanI VarRed VarGreen VarBlue VarH VarS VarI RangeR RangeG RangeB RangeH;
z1 = [z1; x]; \% menampung kekeseluruhan data
```

Figure 16. Training results data is saved

The stages of the application that are adapted to the algorithm that has been applied in determining the level of fruit ripeness by transforming the RGB to HIS color space can be seen from the steps below.
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1. First Stage Application Menu

![First Stage Application Menu](image1)

Figure 17. Application Main Menu

In the initial stage, this application describes the main menu of the application, in the process of determining fruit ripeness, namely input image to determine the image to be processed, and then features are extracted to determine the RGB HIS value, with training data in "jpg format.

2. The second stage is the upload and reset application menu

![Second Stage Application Menu](image2)

Figure 18. Display of the upload image button
3. The third stage of the ripe tomato data display menu

![Ripe Tomato image data display](image)

Figure 19. Ripe Tomato image data display

Then select the tomato whose ripeness you want to detect and click open. Then the selected image will appear along with its file name.

4. The fourth stage of the ripe tomato extraction process

![Ripe Tomato Extraction Process](image)

Figure 20. Ripe Tomato Extraction Process

After that, click extraction feature so that the color extraction value will appear in the table with the mean, var and range values of RGBHSI. Apart from that, the maturity level of the tomatoes will also appear in the column to the right of the training data button in the form of mature, half-mature, and immature.
5. The fifth stage resets or deletes the tomato image

![Reset process](image1)

Figure 21. Reset process

6. Clicking the training data button to enter the values from the selected image into the training data file in Excel format. The data will automatically be entered into the Excel training data file

![Half Ripe Tomato Training](image2)

Picture 22. Half Ripe Tomato Training

7. Test with half ripe tomatoes

![Extraction results of half-ripe tomatoes](image3)

Figure 23. Extraction results of half-ripe tomatoes
8. Testing with unripe tomatoes

Results of the application training above, it can be concluded that the range values for ripe tomatoes cover the range $H = 19.00936 - 32.572994$, $S = 0.52890784 - 0.9267963$, and $I = 0.13458732 - 0.41211584$. The range values for semi-ripe tomatoes lie at $H = 37.176495 - 58.759083$, $S = 0.6161851 - 0.96461624$, and $I = 0.36128944 - 0.54107976$. For immature tomatoes, the $H$ value ranges between $34.39732 - 82.86747$, $S = 0.37820813 - 0.9124262$, and $I = 0.21342424 - 0.61382484$.

4. CONCLUSION

Conclusions obtained from several sample tests that have been tested with RGB color space values and the HIS algorithm in implementation using Python language and Matlab software as a graphical user interface.

1. The search for pixel values has a significant impact in this research, where the process of decomposing RGB color images into HIS (Hue, Intensity, Saturation) color space plays a key role in fruit ripeness analysis. The research results show the HSI value for each class, with the ripe tomato class having an average hue of $0.0051 - 0.026$, saturation $0.1862 - 0.3291$, and intensity $0.0975 - 0.7522$.

2. The use of global colors in RGB images stacked in three layers can be susceptible to high lighting intensity. This weakness can affect test results, where excessive light absorption on objects can reduce the average RGB value.

3. Tomatoes can be detected automatically using a computer via the MATLAB R2019b application with the RGB method which is transformed to HIS. The integration of HSI algorithm steps with the RGB color space provides an additional dimension to color analysis, which has the potential to increase the accuracy of tomato ripeness detection.
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